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Abstract If the frame size of a multimedia encoder is small, Internet Protocol (IP)
streaming applications need to pack many encoded media frames in each Real-time
Transport Protocol (RTP) packet to avoid unnecessary header overhead. The
generic forward error correction (FEC) mechanisms proposed in the literature for
RTP transmission do not perform optimally in terms of stability when the RTP
payload consists of several individual data elements of equal priority. In this paper,
we present a novel approach for generating FEC packets optimized for applications
packing multiple individually decodable media frames in each RTP payload. In the
proposed method, a set of frames and its corresponding FEC data are spread among
multiple packets so that the experienced frame loss rate does not vary greatly under
different packet loss patterns. We verify the performance improvement gained
against traditional generic FEC by analyzing and comparing the variance of the
residual frame loss rate in the proposed packetization scheme and in the baseline
generic FEC.

Keywords Forward error correction (FEC) . Interleaving . Multimedia streaming .

Real-time transport protocol (RTP)

1 Introduction

Multimedia streaming is rapidly gaining popularity in the world of IP networking. In
large bandwidth wireline packet networks, Internet telephony (VoIP) and Video-
on-Demand (VoD) are already a part of consumers’ everyday life. In the wireless
domain, the change from traditional data communications toward real-time content
delivery is in progress.
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The requirements for real-time data transport mechanisms are distinctively
different from those for traditional data communications: the transport rate is
typically fixed to the bit rate of the multimedia encoder and the system cannot
change the transmission rate according to varying network throughput as flexibly as
in applications using Transmission Control Protocol (TCP). More importantly, real-
time delivery requirements restrict the use of retransmissions to recover from
packet losses. This is why streaming applications must often rely on reproducing
missing data with purely receiver-based error concealment or redundancy-based
transmission strategies, which are often known as forward error correction (FEC).

In receiver-based error concealment schemes, the data transport system and
protocols are not involved in packet loss recovery. Error concealment is based
purely on the subjective characteristics of the multimedia data. In this kind of error
concealment, missing data sections are reproduced using, for example, data
repetition or interpolation. Readers interested in receiver-based error concealment
may refer to the survey on error recovery schemes for audiovisual data by Wah et al.
[17] or for audio by Perkins et al. [12].

The most efficient receiver-based error concealment techniques are codec-
dependent or mathematically complex, requiring high processing power. More
desirable trade-off between complexity and subjective quality can be achieved by
combining lightweight error concealment with simple packet loss recovery schemes
based on either retransmissions or FEC.

RTP, specified in RFC 3550 [15], is the de facto standard for delivering data with
real-time content over IP networks. The initial RTP design favors multicast-oriented
applications with strict real-time constraints, such as multiparty conferencing and
live broadcasting. However, the range of streaming applications is wide, allowing
video- and audio-on-demand applications with more relaxed real-time requirements
to benefit from retransmissions. This is why a payload format supporting selective
retransmissions using RTP has been proposed [13]. In any case, retransmission-
based packet loss recovery in real-time communications is not always an option. For
instance, retransmissions in multicast applications could cause problems that are
difficult to solve, such as feedback implosion [7]. Although protocols for reliable
multicast have been proposed, they do not provide an appealing solution for real-
time applications.

Forward error correction can be used even if there is no feedback channel at all.
In fact, FEC is typically the best choice for real-time multicast applications or real-
time networking in general when round-trip times are long. FEC schemes can
roughly be classified into two categories: application specific and generic.
Application specific FEC schemes are designed specifically for certain multimedia
codecs, with particular attention on the priority of each bit. Generic FEC is codec
independent.

The existing generic FEC methods in the literature are generally designed for
recovering full RTP packet payloads or the priority sections in each payload. The
main problem of such an approach is unstable performance. If the FEC scheme fails
to recover an RTP payload, all data included in the RTP packet is lost, even if there
are multiple individual frames. At the same time, the observed data loss rate varies
greatly according to the packet loss pattern. This is because the actual data loss rate
does not depend only on the packet loss rate, but also on which packets are lost. To
the best of our knowledge, we are the first to address the issue that the effective
unrecoverable transient frame erasure rate can vary even with constant packet loss
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rate. This issue is relevant because from the viewpoint of the end user, slight but
stable degradation of audio or video quality is more acceptable than sudden
fluctuations in quality.

In this paper, we propose an alternative strategy for generating RTP payloads
consisting of multiple individual short data units (frames) and their corresponding
FEC units. In our scheme, FEC data is computed for frames, not RTP payloads.
Since each RTP packet carries several frames, we can efficiently decrease the
variation in frame loss rates under different packet loss scenarios by shuffling media
frames and FEC frames among RTP payloads efficiently. The performance
improvement can be shown by comparing the proposed scheme against the baseline
generic FEC in terms of the variance in residual frame loss rate under different
packet loss scenarios.

2 Background and related work

2.1 Packetization and scheduling

Frame sizes are highly dependent on the audio or video encoder being used. In
video coding, there are typically many different types of frames, and the frame size
varies much as well. Because there is an upper limit for transport unit (packet) size
in IP networks, large frames must be fragmented. In audio and speech coding,
fragmentation is not usually needed because the frame size is typically much smaller
than the maximum packet size.

The normal frame size of a high quality audio codec is around 400 B; for
example, MP3 (128 kbit/s stereo, 44,100 Hz sample rate) uses the constant frame
size of 418 B, and the corresponding MPEG Advanced Audio Codec (AAC)
bitstream comprises variably sized frames with an average length of around 380 B
[6]. Speech codecs use very small frames; for example, Wideband Adaptive Multi-
Rate (AMR-WB) speech frame size at 23.85 kbit/s is fixed at 61 B, and the frame
size for AMR at 4.75 kbit/s is only 14 B [5].

Each protocol layer appends some header data to the packets, causing significant
header overhead if the payload is small. Robust header compression (ROHC) [1]
can be used to reduce the size of the IP/UDP/RTP headers. However, not even
ROHC can fully solve the problem because link and physical layer headers as well
as a compressed version of the IP/UDP/RTP header still remain. This is why it is
often necessary to pack several frames in one RTP packet even if ROHC is used.
There are two major drawbacks in packing several frames in one RTP packet. First,
it makes the RTP stream more vulnerable because every packet loss erases several
clustered frames. Second, it causes extra delay at the sender, as the packetizer needs
to wait for all the frames from the encoder to arrive before the RTP packet can be
assembled and transmitted.

There are several approaches to tackling the first problem. The traditional
method is to use interleaving to spread adjacent frames in different packets [11].
However, interleaving introduces an extra delay, which makes the second problem
even more serious. The severity of the latency problem depends much on the
application. Generally, packetization latency and interleaving delay are concerns
only in highly interactive applications, such as Internet telephony. Even in this kind
of applications, observed end-to-end delays of up to 400 ms are usually acceptable.
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Because the typical length of a speech frame is around 20 to 30 ms, at least some
frames can be packed together.

2.2 Generic FEC

Generic FEC is a codec independent method of protecting RTP payloads against
packet erasures by adding redundant data to the transport stream. There are several
variations of generic FEC. In its most trivial form, original data is replicated and
transmitted several times to increase the probability that at least one of the copies is
received. The drawback of this simple replication is the enormous proportional
overhead. However, even the use of a small amount of redundancy is sufficient to
achieve an adequate level of error protection.

A common method for generating FEC data is to take a set of packet payloads
and apply the binary exclusive or (XOR) operation across the payloads. This
scheme allows the recovery of missing data in the case where one of the original
packets is lost but the FEC packet is received correctly. The RTP payload format
for using generic FEC based on XOR operations has been published in RFC 2733
[14].

There are also many other more complex error correcting codes. Typically, these
codes are designed for detecting and correcting bit errors instead of data erasures.
However, in recent years, several proposals have been made to use well-known
error correcting codes, such as Reed<Solomon codes, for packet loss recovery as well
[14].

In the perspective of a transport protocol, all these codes work quite similarly: a
set of original n data packets are protected by k parity packets, resulting in n + k
packets in total. If any n of these n + k packets (including parity packets) are
received, all the lost original packets can be recovered [10]. The weakness of the
more complex schemes is computational complexity, which may cause performance
problems with long packets and large values of k and n. This is why we limit the
scope of this paper to XOR-based FEC codes only. However, the basic principles
discussed are easily convertible for other kinds of linear codes.

Figure 1 shows two basic schemes using the generic FEC defined in RFC 2733. In
this paper, we adopt the definition of function f(x, y,...) to denote the resulting FEC
packet when the XOR operation is applied to the packets x, y... from RFC 2733. In
example (a), every single packet loss in the original media stream can be recovered,
and in example (b), every packet loss can be recovered, assuming that the FEC
stream is received correctly in both cases. However, both schemes require more

a b

f(a,b)

c d

f(c,d) ...
Media stream

FEC stream
a)

b)
a b

f(a,b)

c d

f(c,d) ...

... Media stream

FEC streamf(b,c)

Fig. 1 Two sample schemes using generic FEC
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network bandwidth because of the redundancy overhead: 50% in case (a) and 100%
in case (b). More examples are given in RFC 2733.

In practice, the media stream and the FEC stream are usually transmitted using
the same transport medium. This is why we cannot expect packet losses to occur
only in the media stream as both streams are likely to suffer from similar error
characteristics. In the network perspective, it is realistic to assume the media stream
and the FEC stream to form a single stream containing both media and FEC
packets. Given a sequence of media and FEC packets, we can easily see the
variation in error recovery rates when we examine the residual media data loss rate
after applying different kinds of loss patterns to the sequence.

2.3 Interleaving

According to several studies, bursty losses of multimedia frames or blocks are much
more harmful to perceived quality and more difficult to conceal than smaller gaps.
The same applies to speech, audio, video and even still images [2, 3, 9, 21].
Interleaving is commonly used in multimedia streaming to avoid losses of clustered
frames or data blocks. Basically, there are two forms of interleaving commonly used.
If several blocks are packed in one packet, the interleaver allocates adjacent blocks
to different packets (block interleaving). If each packet only contains one block, the
interleaver rearranges packets so that adjacent packets are not transmitted
consecutively (packet interleaving). In contrast to block interleaving, packet
interleaving is beneficial only in the presence of bursty packet losses.

There are several examples of techniques involving block interleaving. One such
scheme for audio streaming has been presented in [6], where the spectral elements
of audio frames are spread among several RTP packets to facilitate error
concealment. In that scheme, the critical header data may be extracted from the
audio frames and packed separately in different packets to be transported using
more reliable means [18]. Similar strategies have also been developed for video
streaming, where video frames are split up into smaller elements (blocks or slices)
[16, 19, 20]. This kind of strategies can be combined with Unequal Error Protection
(UEP) schemes by applying stronger FEC to high priority data [19].

Optimal mode and depth of the interleaving cycle depend on the application
and network conditions. Typical packet loss bursts in the Internet are rather short.
According to the measurements by Loguinov and Radha, the average burst length
is about two packets [8]. Most of the proposed interleaving schemes for IP
networking rely on predefined parameters. There are some proposals for adaptive
interleaving, but mostly concerning radio access networks rather than IP networks
[2].

3 Generic FEC for short blocks

The generic FEC reviewed in the previous section does not cater for RTP payloads
consisting of several individually decodable multimedia frames or data blocks. In
this section, we propose methods to extend the use of generic FEC to RTP payloads
containing separate frames or blocks. For brevity, we refer to all these elements as
Fframes._
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3.1 Problem formulation

In theory, the remaining packet loss probability after using simple XOR-based FEC
follows Eq. 1, where pres is the residual packet loss rate, p is the packet loss rate in the
communications channel, and n is the number of packets in the set covered by the
FEC computation.

pres ¼ p 1� 1� pð Þnð Þ ð1Þ

However, the equation is valid only if the packet loss rate is measured over a long
sequence of packets. The local frame loss characteristics depend highly on the exact
packetization method. Considering a sequence of packets protected by one FEC
packet, the observed packet loss rate does not depend on the number of lost packets
only, but also on the packet loss pattern. One packet lost within a sequence can
always be recovered. If two packets in the same sequence are lost, we need to make
a distinction between two cases: two data packets are lost, or one data packet and
the related FEC packet are lost. In the first case, two original media packets are lost.
In the latter case, residual data loss comprises only one original media packet.

This is an undesirable feature because the same number of RTP packets lost may
lead to different numbers of residual packet losses observed above the RTP
protocol layer. This increases fluctuation in local residual media frame erasure
characteristics even under a constant packet loss rate. In multimedia streaming, the
quality perceived by the end user drops especially in the case of occasional heavily
clustered data losses. More stable performance would guarantee better subjective
output, even when the overall data loss rate remains the same.

When there are multiple frames in each packet, the method of arranging frames
into packets needs to be considered carefully because each packet that is not
recovered leads to several frames being erased. To allow as stable a performance as
possible, the local residual frame loss rate should depend on the packet loss rate
only, not the pattern of which specific packets are lost. Thus, the problem is to find
an optimal allocation of frames in packet payloads that fulfills this condition. The
essential measure for the quality of packet allocation is the variance in the frame
loss rate when only the packet loss pattern changes while the packet loss rate over
the sequence of a certain number of packets remains the same.

3.2 Definitions and outline for stable packetization

Assume that when there are frames x, y,... and a related parity FEC frame f(x, y,...),
these data frames and the FEC frame form a group of mutually dependent frames.
This definition is justified by the fact that a lost frame can be recovered by applying
the XOR operation to all the remaining dependent frames. An example is shown in
figure 2, where all mutually dependent frames are connected with lines. In general,
when the XOR operation is applied to n frames, the total number of frames in the
group (including the FEC frame) is n + 1. When n is small, error protection is strong
but redundancy overhead is large, as theoretical residual frame loss follows Eq. 1
and redundancy overhead follows 1/n.

In the following, it is assumed that there is a fixed number of slots, s, in every
RTP packet payload to be occupied by frames. In practice, s must be chosen so that
it is smaller or equal to the maximum packet payload size divided by the frame size.
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For simplicity, we assume that all frames are equal in size. If this is not the case, the
length of each frame has to be indicated within the additional data inserted in each
packet.

As long as the maximum payload size is not exceeded, s can be chosen relatively
freely. However, a small s and a small frame size would cause significant header
overhead; this is why it is usually reasonable to choose s close to the maximum. If
possible, s should also be chosen so that it is a multiple of n + 1. This would allow
FEC frames and media frames to be spread evenly among all packets.

In an ideal situation, the number of frames and packets in an interleaving cycle
cannot be selected arbitrarily, but they must fulfill certain conditions. First of all, P
packets should accommodate exactly N FEC groups of packets (a FEC group is a
group of mutually dependent frames, such as {a, b, f(a,b)}). No slots should be left
empty. Therefore, condition (2) should be valid.

N nþ 1ð Þ ¼ Ps ð2Þ

In addition, there should be exactly as many dependencies between packets as
there are dependencies between the frames to be allocated in these packets. Every
FEC group contains n media frames plus one FEC frame. Thus, there are (n2 + n)/2
pairs of mutually depending frames in each FEC group, resulting in N(n2 + n)/2
pairs of mutually dependent frames in total, where N is the number of FEC groups.
Given P packets, there are (P2

j P)/2 unique pairs of packets in total. In an optimal
situation, N(n2 + n)/2 pairs of frames can be allocated evenly among (P2

j P)/2 pairs
of packets. In this case condition (3) applies. All the variables should have integer
values to fulfill the conditions.

N n2 þ n
� �

¼ P2 � P ð3Þ

From Eqs. 2 and 3, it is possible to solve the optimal number of frames F, packets
P and groups of frames N for each cycle with Eqs. 4–6, respectively. If these
conditions are not met, frames cannot be allocated in packets optimally, i.e., some
slots are left empty or parallel dependencies exist between packets.

P ¼ snþ 1 ð4Þ

F ¼ Ps ð5Þ

N ¼ F= nþ 1ð Þ ð6Þ

For example, if there is room for four frames per packet (s = 4) and the XOR
operation is applied to a set of three frames (n = 3), the optimal number of packets
(P) is 13, containing 52 frames (F), of which 39 are original media frames and 13
FEC frames. Table 1 summarizes some useful parameter combinations. Note that a

f(a,b) f(c,d)ca b d

Fig. 2 Dependencies between data and FEC packets
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large value of s is better in terms of header overhead reduction, but a larger s also
leads to a larger F and a larger N, increasing the delay in packet generation and
reassembly processes.

In this paper, we consider IP networks where only packet erasures are concerned.
Therefore, all the dependencies between frames located in different packets are
actually dependencies between packets. Obviously, the loss of a packet pair with
several redundant mutual dependencies results in more frame losses than the loss of a
packet pair containing only a single pair of mutually dependent frames. In other
words, redundant dependencies should be effectively avoided because heavily biased
dependencies lead to unstable performance. This is shown in figure 3, where
dependencies between packets using the traditional generic FEC are marked with
lines.

In this example, one packet loss can always be recovered entirely. However, the
loss of two out of the first three packets could lead to loss of three or six media
frames. If the FEC frames are spread evenly among payloads, the situation is
changed: as shown in figure 4, loss of two packets out of the first three packets would
then always lead to loss of four frames. This is a clear improvement to the baseline
generic FEC scheme. However, the interleaving effect is still limited due to the short
interleaving cycle with three packets only. Much more significant performance
improvement can be achieved if a longer interleaving cycle is involved, but optimal
frame allocation would no longer be a trivial problem.

Following our intuition, we can easily draw up the basic guidelines for
packetization. First of all, frames that are mutually dependent must not be located
in the same packet. Second, redundant dependencies between the same packets
should be avoided. The problem of optimal packetization can then be formulated as
follows: every group of n + 1 mutually dependent frames should be allocated in the

l

g j

i

Packet 1 Packet 2 Packet 3 Packet 4 Packet 5 Packet 6

h k

f(a,d)

f(b,e)

f(c,f)

f(g,j)

f(h,k)

f(i,l)f

b

c

a d

e

Fig. 3 Baseline generic FEC and the dependencies between packets

n s P F N FEC overhead (in %)

2 3 7 21 7 50

2 4 9 36 12 50

2 6 13 78 26 50

3 4 13 52 13 33

3 8 25 200 50 33

4 5 21 105 21 25

Table 1 Some useful parame-
ter combinations
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packets so that there are no two (or more) groups with any two (or more) frames
located in the same packet. In other words, each group of mutually dependent
frames has to be allocated in a unique set of packets that is not overlapping any
other set of packets by more than one packet. Another important principle is to
spread FEC frames evenly across payloads. This can be achieved if the number of
slots s in each payload is a multiple of the number of frames per FEC group.

A packetization example following the principles presented above is illustrated in
figure 5. In this example, s = 3 and n = 2, when the resulting number of packets and
frames are P = 7 and F = 21 (of which 14 are media frames and seven are FEC
frames). Each of the groups of dependent frames has its own unique combination of
packets not conflicting with any other packet combination. In this example, the
packet combinations are (1,2,3), (1,4,5), (1,6,7), (2,4,6), (2,5,7), (3,4,7) and (3,5,6).
Therefore, the first group containing frames a, b, and f(a,b) is allocated to packets 1,
2 and 3; the second group of frames c, d, and f(c,d) to packets 1, 4 and 5, etc. As we
can see, there are no redundant dependencies between the same packet pairs as in
the example in figure 3. Another advantage of the proposed scheme that can be seen
in figure 5 is the interleaving effect. Because adjacent media frames are allocated in
different packets, bursty frame losses are easier to avoid. Also, this facilitates the
concealment of missing frames.

l

g j

i

Packet 1 Packet 2 Packet 3 Packet 4 Packet 5 Packet 6

h k

f(a,d)

f(b,e)

f(c,f)

f(g,j)

f(h,k)

f(i,l)f

b

c

a d

e

Fig. 4 Generic FEC with even spread of FEC frames among packets
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Fig. 5 A packetization example following the proposed scheme
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Finding an optimal allocation when n = 2 and s = 3 is a special case of the three-
dimensional matching problem, which has been proven to be NP-complete in a
strong sense [4]. This is why the frame allocation problem can be solved only in
polynomial time. Expectably, the problem is at least as difficult with larger values
for n and s. However, for relatively small values of s and n, it is reasonable to use a
computer program to systematically try all the possible frame allocation combina-
tions to find the possible solutions. The result can be used to generate static frame
allocation tables for the streaming application. For this purpose, we have imple-
mented the recursive algorithm described below. In the streaming application
perspective, the frame allocation is known a priori and the complexity of the
algorithm is not an issue.

We say that two packet combinations conflict if they contain two or more packets
that are the same. For example, combinations (1,2,3) and (1,2,4) conflict, but (1,2,3)
and (1,4,5) do not. In the algorithm presented, the system computes all the different
packet combinations in a logical order: (1,2,3), (1,2,4), (1,2,5), etc. If the test
combination does not conflict with any of the combinations already in the
combination list, it is added to the list. If all the possible combinations have been
tested and no solution is found, the recursive function returns false. The algorithm is
relatively efficient in terms of speed and stack memory usage. It has been
implemented in C and tested with a reasonable set of test cases. For illustration,
the recursive function is written in pseudocode below. When the function is called
for the first time, an empty combination list and the first possible packet
combination are passed as parameters.

function find_optimal_combination ( combination_list, test_combination )

add test_combination to the combination_list

if combination_list is full
return true

endif

loop forever
compute next_test_combination
if next_test_combination does not conflict any combination in the combination_list

if find_optimal_combination ( combination_list, next_test_combination ) == true
return true

else
remove next_test_combination from the combination_list

endif
endif
if next_test_combination is the last test combination

return false
endif

end loop

end function

We have been able to find optimal frame allocation with all combinations of
values for n and s shown in Table 1. However, we have not proved that the optimal
frame allocation exists with all possible values of n and s. If the algorithm is not able
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to find a solution, it will return false. In this case the user could try to find a
suboptimal allocation, leaving some of the slots empty, or constructing packet
payloads by combining smaller intermediate payloads, as explained in the following
subsection. In practice, extremely long interleaving cycles are not acceptable for
streaming applications, and the presented cases should be sufficient for most real-
life applications.

In general, the proposed frame allocation algorithm does not conceptually differ
much from conventional frame interleaving. They are both used to redistribute
frame losses more smoothly. Similarly, our use of FEC provides the same average
recovery rate for lost frames as the baseline generic FEC. The major difference
between the proposed scheme and conventional strategies lies in the co-design of
frame shuffling and FEC. Our scheme changes only the distribution of transient
frame losses when different error patterns are applied to a relatively short sequence
of frames.

3.3 Two-step payload generation for very small frames

As the proposed packetization scheme is based on spreading consecutive media
frames among a long sequence of RTP packets, an extra delay equivalent to
interleaving delay is presented at both the sending end and the receiving end. As
seen from Eqs. 4 and 5, the number of packets needed for one spreading cycle
increases linearly and the number of frames exponentially when the number of slots
in each packet is increased. This is why the proposed scheme cannot be applied as
such when the media frames are very short and many frame slots are needed in each
RTP payload because the interleaving latency would be far too high.

Another problem of the proposed scheme is performance instability under
conditions of bursty packet losses. The impact of bursty packet losses is different if
the burst hits the boundary of two different packet blocks instead of a single block.
The resulting loss rate is lower if the packet losses are divided among two different
cycles. This is illustrated in figure 6, where black boxes denote erased packets in the
packet error pattern. Media frames unrecoverable after applying the packet loss
pattern are marked with a cross. In this example, loss of four adjacent packets leads
to loss of essentially different numbers of frames, depending on the position of the
error burst in relation to the spread across cycles.

For short packets, it is possible to compromise between interleaving latency and
header overhead by generating RTP payload in two phases. First, the frames are
spread among intermediate payloads normally as explained in Section 3.2. The
number of frame slots in the intermediate payloads is smaller than in the final RTP
payloads, so the values for s, P and F are reasonably small. This approach also
facilitates the packetization process and the calculation of the frame allocation
table. In the second phase, the intermediate payloads are concatenated into final
RTP packet payloads. The concatenation is performed so that the intermediate
payload sequences partially overlap each other. This minimizes redundant
dependencies between the resulting RTP packets and spreads bursty packet losses
evenly among different cycles to avoid the problem shown in figure 6.

Figure 6 illustrates the two-step packet payload generation procedure. In this
illustration, the configuration for producing the intermediate payloads is exactly the
same as shown above in figure 4. In this example, the final RTP payloads have slots
for six frames each, instead of the three slots in the intermediate payloads.
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It is easy to see the advantage of the two-step packetization arrangement in
figure 7. Using the two-step approach, the number of frames per cycle can be limited
to 42 (two intermediate payload sequences containing 21 frames each) and the
number of packets to eight. Otherwise, 78 frames would be needed per cycle to fill
13 packets, as seen in Table 1. The price to pay is the increased, though still
reasonable, number of redundant dependencies between packets. However, to get

Fig. 7 Two-step packetization procedure for very short media frames
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Fig. 6 Bursty packet loss (a) hits one cycle or (b) spreads across the boundary between two cycles.
In the first case, six frames are lost; in the second case, only two frames are lost
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the full advantage of this kind of frame alignment, the number of frames per packet
should be larger. The ideal situation is shown in figure 8, where bursty packet losses
are always positioned in the middle of some cycles but at the boundary of some
others. In this example, there are 21 slots in each packet.

Typically, each audio frame represents an audio clip of a certain length. This is
why interleaving delay is usually directly proportional to the number of frames in
each interleaving cycle. The relative interleaving delays in the baseline FEC scheme,
the proposed advanced FEC and packetization scheme and the proposed two-step
packetization scheme are compared in figure 9. As the figure shows, the two-step
payload generation strategy provides a good trade-off between interleaving delay
and performance stability.

3.4 Verification of the proposed scheme

To verify the practical value of the proposed packetization method, we have
compared it against the baseline FEC by applying different kinds of loss patterns to
the packet sequences and analyzing the variance in residual frame loss rate. The
sample packet configurations and the dependencies between packets were the same

Fig. 8 Optimal alignment of small frames in packet payloads
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Fig. 9 Relative interleaving delays in the studied schemes compared
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as in figures 3 and 5 above. The baseline packet sequence contained groups (cycles)
of three consecutive and mutually dependent packets (two such groups in the figure)
whereas in the proposed scheme, there were seven mutually dependent packets in a
cycle. For the sequences to be of equal length, the test sequences comprised seven
cycles in the baseline and three cycles in the proposed scheme, resulting in 21
packets in both cases. Figure 10 illustrates the test procedure, where a sample
packet loss pattern is applied separately to the packets in the proposed scheme and
the baseline FEC transport mode.

All the possible packet loss patterns with different numbers of packets lost were
applied to both packet sequences. Table 2 shows some of the packet loss combina-
tions, packet loss rates and average residual frame loss rates in each case. Figure 11a
shows the resulting maximum and minimum bounds for the frame loss rates in the
baseline and the advanced packetization scheme, respectively. Figure 11b depicts
the variance of the observed residual frame loss rates.

As shown in figure 11a, the average residual frame loss rate is the same in both
schemes. The average frame loss rate also follows closely the theoretical values
derived from Eq. 1. For simplicity in presentation, the theoretical frame loss rate is
not marked in the figure. Nevertheless, it can be seen that the lower and upper
bounds for the actual frame loss rate are brought closer to the average using the
proposed packetization scheme. It is notable that the maximum packet loss rate
always increments in steps of six frames and the minimum packet loss rate in steps
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Packets lost

(out of 21)

Packets lost

(in %)

Number of

combinations

Observed residual

frame loss rate

(in %)

0 0 1 0

2 1 210 1

4 19 5,985 5

8 38 203,490 23

12 57 293,930 46

16 76 20,349 72

20 95 21 95

21 100 1 100

Table 2 Different packet loss
pattern alternatives
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of three frames when the baseline scheme is used. This is because there are three
frames allocated in each packet, and in the worst case, there is always an even
number of media frame packets lost. The reduction in the variance of the frame loss
rate is seen even more clearly in figure 11b. These results show clearly the efficiency
of the proposed packetization principle.

The example of 21 packets with three frames in each packet is a realistic scenario
for many applications. For example, the frame size of high-quality audio frames
encoded with MP3 or AAC is typically around 350 – 450 B, so it is possible to fit at
least three of them in an IP packet with a default maximum size of 1,500 B. In the
example, 21 frames would equal approximately 1 s of audio. For an average human
listener, variation in transient audio quality in cycles of 1 s is clearly notable. On the
other hand, quality fluctuation would be averaged out if a much longer timeframe is
used.

4 Other considerations and discussion

Quality fluctuation, which causes annoyance in the user, depends on many factors
such as the media type and the use scenario. Some multimedia coding schemes,
especially video codecs, rely on different prediction mechanisms that inadvertently
create some sort of dependence between separate frames. Therefore, loss of one
frame or block may influence several other frames or blocks due to error
propagation, and a small variation in frame loss rate can lead to a larger variation
in subjective quality. For this reason, our proposed approach for minimizing
variation in residual frame loss rate is especially useful. Our concept is useful also if
smooth, high quality is especially important for the end user. A good example is
music transmission (Internet radio or traditional audio streaming). In highly
interactive communications, such as Internet telephony, optimization of quality
plays a smaller role.

The main disadvantage of the proposed packetization scheme lies in breaking
down the original order of the media frames. Because consecutive frames are spread
among a long sequence of RTP packets, an extra delay equivalent to interleaving
delay is presented at both the sending end and the receiving end. In addition,
reordering influences the use of RTP header. Because the frames in each packet are
not arranged in their original order, timestamp as defined in RTP specifications
cannot be used.

It is of course possible to set the RTP timestamp according to the earliest media
frame located in the payload, and use additional timestamps and sequence numbers
in the payload data. However, this kind of maneuver is against the original RTP
design philosophy. Indeed, such modifications undermine the nature of RTP.

Essentially, the same problem arises when conventional interleaving is used with
RTP. Issues related to interleaving with RTP have been addressed in several
publications, for example, by Perkins et al. [11]. Also, many RTP payload formats
allow optional interleaving. The general consensus seems to be on accepting the use
of interleaving with RTP. It follows then that our proposed packetization strategy
should be acceptable as well.

In any case, the problem with interleaving latency remains as discussed in Section
2.1. Even though the problem in our system can be alleviated using the two-step
packetization strategy described in Section 3.3, the proposed strategy is not well
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suited for applications giving users seamless, constant interaction. Nevertheless,
there are several applications that can benefit much from our proposed approach,
including Internet radio broadcasting, audio-on-demand, and even teleconferencing
with relaxed latency requirements. The basic concept is that much flexibility and
notable quality improvement can be achieved even without using overwhelmingly
long spreading (interleaving) cycles for packet generation.

5 Conclusions

The generic FEC schemes for RTP transmission proposed in the existing literature
do not provide stable performance under varying packet loss patterns. This is
because the data recovery rate in the various schemes depends not only on observed
packet loss rate but also heavily on the error pattern. This is especially harmful if
each RTP packet contains several independent frames from the original data stream
because that means every unrecoverable packet loss typically leads to the erasure of
several clustered data frames.

In this paper, we have proposed an alternative approach based on the efficient
shuffling of media frames and their related FEC frames among a longer sequence of
RTP packets. In terms of the residual frame loss rate under different packet loss
patterns, the proposed strategy pushes the best case and worst case performance
closer to the average. This significantly reduces fluctuations in the residual frame
loss rate. In a typical use case, this would highly benefit the subjective quality of the
resulting media output. We have verified the efficiency of our method by analyzing
and comparing the variance in residual frame loss rate in two packetization
scenarios, one following the baseline FEC extracted from the literature and the
other following our proposed strategy.
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